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**Lab 6 – iterators and generators**

**Objectives:**

* Define functions with iterators and generators

**Due date: End of the lab. (**Only one team member needs to submit.)

**Rules:**

(1) Usage: **You should explore and make good use of the Python features you learned in class.** (2) Scope: **You should only use those features that have been explained in detail in class.**

(3) Style: Follow standard Python programming style and conventions.

(4) Logic: Add appropriate comments to your code to explain your solution.

(Code / answers that do not follow the above specifications will be penalized.)

***Warning:* You need to come to the lab properly prepared i.e.**

(1) Make sure you have studied and understood the class material.

(2) Read the lab doc, think about the problems, and prepare questions as needed.

If you do not, completing the lab in 2.45 hours may become too much of a challenge!

**Useful resources:**

<https://docs.python.org/3/library/itertools.html>

[**https://wiki.python.org/moin/Generators**](https://wiki.python.org/moin/Generators)

Recall that *n* is a **prime** if it is divisible only by 1 and itself, hence *not* divisible by any integer in the range from 2 to *sqrt(n),* both inclusive.

**Exercise 1: recursive function [1 mark]**

Write a Python *recursive* *function* that checks if positive integer *n* is a prime.

**Exercise 2: iterator class [4 marks]**

1. Create a Primes *iterator* class that will give prime numbers infinitely.
2. Write an initializer that takes a starting number, give a default value of 2.
3. Write the \_\_iter\_\_ method that returns the object itself.
4. Write the \_\_next\_\_ method that produces the next prime number.
5. Test the class developed in ex2 part(a)
6. Write a for loop to print the first 20 primes.
7. Use list comprehension to create a list of the next 20 primes.
8. Use islice() to create a list of the first 20 primes larger than 1 million.

**Exercise 3: generator function [5 marks]**

1. Write a prime number *generator*, using the prime function developed in ex1. By default it should generate (infinitely) *all* primes. If given a value as argument, it should generate (infinitely) all primes larger than this value.
2. Test the class developed in ex3 part(a)
3. Write a for loop to print the first 20 primes.
4. Use list comprehension to create a list of the next 20 primes.
5. Use islice() to create a list of the first 20 primes larger than 1 million.
6. Use a generator expression to create an iterator that would produce the first 100 primes larger than 1 million, then use a for loop and this iterator to print the values.
7. Use the above iterator to create a list of the first 100 primes larger than 1 million for which the last two digits are identical.